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AVR32000: Introduction to AVR32 header files 

Features 
• Register and Bit-Name Definitions 
• Use of Bit-field and Bit-mask 
• Use of type definitions 
• Use of Macros 
• Deviance Between Hardware Registers and Header Register Naming 

1 Introduction 
The purpose of this application note is to give new users a basic introduction to the 
header files for AVR®32 microcontrollers. The usage of I/O registers, bit-names 
and module type definitions. It will also cover more advanced usage of the header 
files like the I/O modules structures. This application note is specific for IAR 
Systems® AVR32 compiler and GNU GCC for AVR32 compiler.
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2 Register and Bit-Name Definitions 
The header files for AVR32 are split into many small files. One header file defines the 
core and one header file defines each module. This eases the portability of the code 
to other devices because the source code does not have to know which version of a 
module is used in a specific device, the only necessary include is the unique device 
header file. 

 

All code, which includes a device module, must start by including the io header file for 
the AVR32 devices. The io header file for devices uses the following convention: 

avr32/io.h 

 

The io.h header file knows the target device by a flag passed to the compiler. 

 

Within the io.h file the devices and their specific header file are included, which 
includes and defines all modules available for the target device. This eases the users 
need to know what the include file for a specific module is named, since all defines for 
a module are present by including a single general header file. 

 

Registers are named as they are given in the datasheet, and extended with a defined 
prefix. Naming of registers use the following convention: 

AVR32_<module name>_<register name> 

Example for USART control register: 

AVR32_USART_CR 

 

Bit-field names are named as they are given in the datasheet including a prefix. 
Naming of bit-fields use the following convention: 

AVR32_<module name>_<register name>_<bit-field name> 

Example for USART transceiver enable in the control register: 

AVR32_USART_CR_TXEN 

 

The offset and mask of a bit-field name in a register is also available with a more 
explained define. Naming of bit-field offsets and masks use the following convention: 

AVR32_<module name>_<register name>_<bit-field name>_OFFSET 

AVR32_<module name>_<register name>_<bit-field name>_MASK 

Example for USART transceiver enable in the control register: 

AVR32_USART_CR_TXEN_OFFSET 

AVR32_USART_CR_TXEN_MASK 

 

For reducing code text size it is possible to use abbreviated bit-field names. If the bit-
field name is unique and all values with that name are the same for all registers, the 
register name is dropped in the definition of the bit-field name. 
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Example for USART transceiver enable bit in the control register can be written: 

AVR32_USART_CR_TXEN 

Or 

AVR32_USART_TXEN 

3 Use of Header Files 

3.1 Use of Bit-field and Bit-mask 
Registers are available by using type definitions, typedef, or by direct access. All 
registers can be defined as pointers to a memory address, and are accessible by 
dereferencing the pointer. 

 

Registers are defined as an offset to the base address, for simplifying access to the 
registers of each module instance (see Figure 3-1). Naming of the pointer to the base 
address use the following convention: 

AVR32_<module name><module instance starting at 0> 

Example for USART module instance A pointer to base address: 

AVR32_USART0 

 

Figure 3-1. Memory mapping to registers for the AP7000 USART0 module to header 
files. 
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3.1.1 Use of type definitions 

All modules have a type definition, in C and C++ known as typedef. These can be 
used to access the I/O memory concerning this module. 
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All type definitions are a volatile pointer that consists of one or several structures. 
Naming of type definitions use the following convention: 

volatile avr32_<module name>_t * 

 

Example using type definitions for accessing the USART0: 

volatile avr32_usart_t * myUsart = &AVR32_USART0; 

myUsart->mr = (1<<AVR32_USART_TXEN_OFFSET); 

3.1.2 Use of pointers 

The bit-fields and bit-masks are accessed by writing values to registers defined in the 
module structure, which is defined in the header file for the module. 

 

Example using a pointer to USART0 struct for accessing MR in the USART0: 

AVR32_USART0.mr = (1<<AVR32_USART_TXEN); 

3.2 Use of Macros 
There is a set of defined macros for accessing system registers. Using regular C calls 
cannot access these registers; they have to be accessed by the assembler functions 
mtsr and mfsr. 

 

Five macros has been defined for generating the compiler independent code needed 
to access these registers: 

• AVR32_SET_SR_BIT(sregister, bitname) 
• AVR32_SET_SR_REG(sregister, regval) 
• AVR32_CLEAR_SR_BIT(sregister, bitname) 
• AVR32_TOGGLE_SR_BIT(sregister, bitname) 
• AVR32_READ_SR_REG(sregister, return_value) 

The macros are defined in the “avr32/macro.h” file, also included with this application 
note. 

 

Example for setting the global interrupt flag in the status register: 

AVR32_SET_SR_BIT( AVR32_SR, AVR32_SR_GM ); 

This will translate to the following code for the GCC compiler: 

volatile long avr32_sr_set_value; 

avr32_sr_set_value = __builtin_mfsr(AVR32_SR); 

avr32_sr_set_value |= AVR32_SR_GM; 

__builtin_mtsr(AVR32_SR, avr32_sr_set_value); 

 

4 Deviance Between Hardware Registers and Header Register Naming 
Some hardware registers may have names that are reserved in the C and C++ 
standard. The naming of these registers is renamed in the header files. 
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A general convention is used when a register has a reserved name; an underscore is 
added to the end of the register name in the header file. 

 

Example setting the register if in a module MODULE, would according to the previous 
standard be written as: 

(&AVR32_MODULE)->if = 0; 

But due to “if” being a reserved word, the header file name of the register is altered: 

(&AVR32_MODULE)->if_ = 0; 

 

5 Macro file 
Included with this application note is a header file containing macros for accessing the 
system register by using the mfsr and mtsr. The header file is located under 
src/macro.h. This file is also shipped with the header files for AVR32 devices. 

5.1 Example usage 
The example below set, clear, toggle and read the global interrupt flag. 

 

#include <avr32/io.h> 

#include “macro.h” 

 

int main( int argc, char * argv[] ) 

{ 

 AVR32_SET_SR_BIT(AVR32_SR, AVR32_SR_GM); 

 AVR32_CLEAR_SR_BIT(AVR32_SR, AVR32_SR_GM); 

 AVR32_TOGGLE_SR_BIT(AVR32_SR,AVR32_SR_GM); 

 volatile unsigned int readSystemRegister; 

 AVR32_READ_SR_REG(AVR32_SR, readSystemRegister); 

return 0; 

} /* End main */ 

5.2 Doxygen documentation 
All source code is prepared for doxygen automatic documentation generation. 
Premade doxygen documentation is also supplied with the source to this application 
note, located in src/doxygen/index.html. 

Doxygen is a tool for generating documentation from source code by analyzing the 
source code and using known keywords. For more details see 
http://www.stack.nl/~dimitri/doxygen/. 
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